**Problem2**

1. **Deadlock Prevention**

Deadlock has 4 requirements for existence:-

* Mutual Exclusion, Hold & wait, No preemption, Circular wait

If any of them is violated deadlock will never occur. The code violates the “*Hold and Wait*” condition, a student can get 0 or 2 spoons (1 spoon not allowed). Thus no student waits for a spoon while holding the other spoon.

Code uses “*spoonBoth*” lock to allow only one student at a time to acquire locks on spoons. If a student can acquire both spoons, it locks both but if the student can’t get both it waits until it can get both spoons using “*pthread\_cond\_wait*”.

So there is **no deadlock**.

Some extra points/inferences:-

* As students can have only 0/2 spoons, a student can get a spoon when both its neighbours have 0 spoons
* “p*thread\_cond\_wait*” is signalled when a student releases its both spoons, a student signals both of its neighbours.

1. **Mutually Exclusive**

A particular spoon can be used by only one student at a time. This is ensured in the code by allowing a student to pick a spoon only when it’s not used by anyone.

Code uses “*valid*” function to check neighbours.

So there is **mutual exclusion**

1. **Starvation**

Here starvation means that a student is waiting for a much longer time than other students to get spoons.

To prevent starvation code uses following strategy:-

* Each student has some priority which is last timestamp at which student has used both spoons (using “*time*” function)
* Lower timestamp means waiting from longer time, thus more priority to get spoons
* When a student is called to acquire spoons, it first checks if its neighbours have been waiting for too long or not.
* If any of the 2 neighbours have been waiting since long time then don’t take spoons and go to wait state through “p*thread\_cond\_wait*”
* “*valid*” function in code checks if neighbours have been waiting more than some threshold wrt this student.

Idea of correctness of preventing starvation:-

* Consider some continuous neighbours as starving and rest as getting much higher calls. So the students on the boundary of two regions and in the high call region would add into starving neighbours if not called (If they are called they would cond\_wait on starving neighbours and remove starvation). If the starving region would keep on expanding until 1 or 2 students are left in the high call region, these 1 or 2 would then wait as per instructions for their neighbours and prevent starvation.
* Important aspect is to set the time difference between neighbours to give more priority to neighbour which can be set as per requirements.